Week 10

**1. Fill in the blanks**

a. Function overloading enables C++ to have various functions with the same name that operate on different types or numbers of arguments.

b. The scope resolution operator (::) enables access to a global variable with the same name as a variable in a particular function.

c. A generic function enables a single function to be defined to perform the same task on data of many different types.

**2. Explain what the purpose of default argument is.**

Default Argument allows a function to be called without providing one or more trailing arguments. It is indicated by using the following syntax for a parameter in the parameter-list of a function declaration.

Example

**Code:**

#include<iostream.h>

#include<conio.h>

int Add(int x, int y=20, int z=30)

{

return x + y + z;

}

void main()

{

int rs;

rs = Add(5);

cout<<"\n\tThe sum is : "<<rs;

rs = Add(4,8);

cout<<"\n\tThe sum is : "<<rs;

rs = Add(7,3,4);

cout<<"\n\tThe sum is : "<<rs;

}

**Output:**
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**3. Write a program that uses a function template called max to determine the larger of two arguments.**

**Write another function template called min to determine the smaller of two arguments. Test the program using integer, character, and floating-point number arguments.**

**Code:**

#include <iostream>

using namespace std;

// definition of function template minimum; finds the smaller value

template < class T >

T minimum( T value1, T value2 )

{

if ( value1 < value2 )

return value1;

else

return value2;

}

int main()

{

// demonstrate minimum with int values

int int1 = 0; // first int value

int int2 = 0; // second int value

cout << "Input two integer values: ";

cin >> int1 >> int2;

cout << "The smaller integer value is: " << minimum( int1, int2 );

char char1 = ' '; // first char value

char char2 = ' '; // second char value

cout << "\n\nInput two characters: ";

cin >> char1 >> char2;

cout << "The smaller character value is: " << minimum( char1, char2 );

double double1 = 0; // first double value

double double2 = 0; // second double value

cout << "\n\nInput two double values: ";

cin >> double1 >> double2;

cout << "The smaller double value is: " << minimum( double1, double2 )

<< endl;

}

**Output:**
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**4. Write two overloaded functions named countNegative. The first function receives one integer array and size of the array as parameters and returns the number of negative numbers in the array. The second function receives floating point array and size of the array as parameters and returns the number of negative numbers in the array. Then write a main function to test these functions. The program should be able to check and report the cases when there are no negative numbers in the array. All printing happens in the main function.**

**Code:**

#include <iostream>

using namespace std;

//function to count the negative values in the int array

int countNegative (int arr[], int size)

{

int count=0;

for(int i=0;i<size;i++)

{

if(arr[i]<0)

count++;

}

return count;

}

//overloaded function to count the negative values in the float array

int countNegative (float arr[], int size)

{

int count=0;

for(int i=0;i<size;i++)

{

if(arr[i]<0)

count++;

}

return count;

}

int main()

{

int arr1[]={2,3,-3,-2,8,9,-34};

float arr2[]={23.5,-8.4,21.2,90.4,-23.4,-1,-22};

//value returned by the first function

int neg\_values=countNegative(arr1,7);

//value returnred by the deconds function

int neg\_value=countNegative(arr2,7);

//when there are no neg\_values in the int array

if(neg\_values==0)

cout<<"\nThere are no negative values in the array ";

else

cout<<"\n"<<neg\_values<<" elements in the int array are negative";

//when there are no neg\_values in the float array

if(neg\_value==0)

cout<<"\nThere are no negative values in the array ";

else

cout<<"\n"<<neg\_value<<" elements in the float array are negative";

return 0;

}

**Output:**

![](data:image/png;base64,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)